THE PACAGE CONSTRUCT WAS DESIGNED TO SUPPORT ENCAPSULATION VIA THE USE OF INFORMATION HIDING. INFORMATION HIDING IS ACHIEVED BY SEPARATING THE DESCRIPTION OF THE FACILITIES THAT A MODULE PROVIDES (ITS FUNCTIONAL SPECIFICATION) FROM THE DESCRIPTION OF HOW IT PROVIDES THEM (ITS BODY OR IMPLEMENTATION). BUT EVEN WITH SUCH A WELL-DESIGNED CONSTRUCT, THERE REMAINS A SPECTRUM OF POSSIBILITIES ON JUST HOW TO USE ENCAPSULATION IN ADA.

IMAGINE AN APPLICATION THAT REQUIRES LINES OF TEXT TO BE READ FROM AN INPUT FILE AND BROKEN UP INTO WORDS. THE WORDS WILL BE STATISTICALLY ANALYZED BASED ON PROPERTIES SUCH AS THEIR LENGTH AND POSITION. IT IS NATURAL TO THINK OF \textit{WORD} AS BEING A CANDIDATE FOR ENCAPSULATION WITHIN A PACKAGE. THIS IS NOT JUST A BINARY CHOICE; THERE ARE A VARIETY OF WAYS THAT THE ISSUE MIGHT BE ADDRESSED IN ADA.

- No encapsulation at all. Read, parse, and analyze the words in the context of the controlling (client) code.
- Hide the reading and parsing in a subprogram (\texttt{GET\_NEXT\_WORD}) that returns a STRING (array of characters) each time it is called.
- Define a new data type. Make \texttt{WORD} a new STRING type returned by \texttt{GET\_NEXT\_WORD}. Its structure is visible, but the compiler will detect operations on \texttt{WORDS} that should only be performed on \texttt{STRINGS} and vice versa.
- Encapsulate the functionality for dealing with words in a package. The package will make visible (export) a data type (\texttt{WORD}) and one or more subprograms for obtaining and processing them. Within this approach are further options.
  - Publish the representation for \texttt{WORDS} by using an existing Ada data type such as \texttt{STRING}.
  - Use the Ada \texttt{private} keyword to hide the representation of the new type but allow assignment and equality tests on \texttt{WORDS}. If an unconstrained array type is used for the representation, this
fact must be published in the public part of the package specification so that users of the package can indicate the length of the WORDs when they are declared.

- Use the Ada **limited private** keywords to hide the representation and prevent even the use of assignment and equality tests.

- Use an **access** type (pointer) to hide even the knowledge that an array is holding the words.

- Completely hide the data type. No type is exported. GET\_NEXT\_WORD reads and parses the next word but returns nothing. Other subprograms within the package assume the existence of a “current” word and perform their analysis functions on it.

The design of Ada provides considerable freedom along this range of design decisions. Most languages allow only a more restricted set of choices, either because they do not support encapsulation at all or because they include features intended to support a particular style of encapsulation to the exclusion of others.